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Abstract

In this paper, we present a real-time egocentric trajec-
tory prediction system for table tennis using event cam-
eras. Unlike standard cameras, which suffer from high la-
tency and motion blur at fast ball speeds, event cameras
provide higher temporal resolution, allowing more frequent
state updates, greater robustness to outliers, and accurate
trajectory predictions using just a short time window af-
ter the opponent’s impact. We collect a dataset of ping-
pong game sequences, including 3D ground-truth trajec-
tories of the ball, synchronized with sensor data from the
Meta Project Aria glasses and event streams. Qur sys-
tem leverages foveated vision, using eye-gaze data from the
glasses to process only events in the viewer’s fovea. This
biologically inspired approach improves ball detection per-
formance and significantly reduces computational latency,
as it efficiently allocates resources to the most perceptu-
ally relevant regions, achieving a reduction factor of 10.81
on the collected trajectories. Our detection pipeline has a
worst-case total latency of 4.5 ms, including computation
and perception—significantly lower than a frame-based 30
FPS system, which, in the worst case, takes 66 ms solely
for perception. Finally, we fit a trajectory prediction model
to the estimated states of the ball, enabling 3D trajectory
forecasting in the future. To the best of our knowledge, this
is the first approach to predict table tennis trajectories from
an egocentric perspective using event cameras.

Supplementary Material

Code: https://github.com/uzh-rpg/event_based_
ping_pong_ball_trajectory_prediction

1. Introduction

In recent years, the task of tracking fast-moving objects like
a ping pong ball in real-time has gained increasing attention,
particularly for applications in AR/VR gaming [19] [34],
real-time sports analysis [40], and robotics [5] [12] [30] [2].
The challenge lies in the precise perception required to track

Figure 1. Visual representation of trajectory prediction reprojected
on the Aria RGB camera frame. The green line indicates the
ground truth trajectory, while the red line the predicted trajectory.

these objects as they move at high speeds (in top players
even reaching 20 to 30 m/s [26]), while minimizing the as-
sociated bandwidth costs and sensing latency.

Traditional tracking systems typically rely on frame-
based, high-resolution cameras that operate at extremely
high frame rates (e.g., 120-600 FPS in table tennis appli-
cations [1, 3, 17, 28, 29, 33]). Although this approach is
effective, it comes with the drawback of consuming sub-
stantial bandwidth and computational power. This results
in a fundamental trade-off between latency, bandwidth,
and accuracy, making it crucial to balance the need for
real-time performance with the constraints of system re-
sources. While existing frame-based vision systems have
successfully achieved real-time performance using fixed
cameras [33] [16] [21], none have been adapted to an ego-
centric perspective: that of the player.

Meta recently introduced Project Aria [4], an experi-
mental research initiative consisting of a smart-glasses de-
vice designed to explore how Al-driven AR can enhance
real-world interactions. Equipped with an array of sen-
sors—including cameras [15], inertial measurement units
(IMUs), and microphones—Project Aria glasses capture
video and audio, as well as eye tracking and location data.
A key feature of the system is its eye-gaze tracking mod-
ule, which provides real-time gaze data that can be lever-
aged to implement foveated vision. A system can priori-
tize and process only the most relevant visual information
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from the foveal region around the gaze, helping to balance
the trade-off between latency and accuracy while reducing
sensor bandwidth. On the other hand, a limitation of these
glasses is that they record videos at a maximum frame rate
of 30 FPS, which may not be sufficient for high-speed sce-
narios like table tennis or other sports where objects move
at extreme velocities. In these cases, the lower frame rate
could hinder real-time capabilities, making it challenging
to capture rapid motion with the required precision.

Event cameras, a neuromorphic sensing technology, of-
fer a promising alternative to conventional frame-based
cameras for high-speed, dynamic applications. Unlike tra-
ditional cameras, which capture frames at fixed intervals,
event cameras operate asynchronously, detecting changes
in brightness at individual pixels. This allows them to
achieve extremely high temporal resolution in the order
of microseconds while avoiding motion blur and reducing
bandwidth [11]. While previous research has demonstrated
the potential of event cameras for tasks like estimating the
spin of ping pong balls [18] [23], these studies rely again
on fixed camera systems, such as lateral or top-down views,
where the ball moves most of the times without occlusions
and on a static background. However, deploying tracking
systems in dynamic, egocentric scenarios, such as those
enabled by devices like Project Aria, introduces new chal-
lenges like the difficulty of isolating the ball due to the back-
ground movement of the opponents or obtaining an accurate
estimate of the trajectory under small parallax angles.

In this work, we address the problem of egocentric view
trajectory prediction of a table-tennis ball by leveraging
the unique capabilities of event cameras, with the setup
shown in Figure 2. Our method uses foveated vision to crop
within a region around the eye-gaze reprojection; it then
applies motion compensation [7] to distinguish moving ob-
jects from static ones. Finally, it predicts the ball trajectory
by fitting multiple measurements collected over a time win-
dow. Our contributions are summarized as follows:

* We present the first framework for egocentric table-tennis
ball trajectory prediction using event cameras.

* We present a dataset with 3D ground-truth ball trajec-
tories synchronized with multi-modal sensor data from
Meta Project Aria glasses and event cameras.

* We demonstrate that event-based algorithms can capture
significantly more measurements within the same time
window compared to frame-based cameras, with our sys-
tem operating at 200 Hz, whereas a traditional setup us-
ing Project Aria glasses runs at only 30 Hz, leading to
improved performance. When using traditional physics-
based trajectory prediction, the higher measurement fre-
quency of the event-based pipeline reduces the average
error by 4.8 cm compared to frame-based updates over a
0.2 s time horizon. With learning-based prediction meth-
ods [16], this error reduction further improves to 8.4 cm.

Figure 2. Configuration of the Meta Project Aria glasses with an
event camera mounted on top, aligned with the built-in RGB cam-
era to maximize the overlap between their fields of view.

* We conduct a latency analysis of our algorithm, highlight-
ing the latency benefits of event camera-based algorithms
when combined with the eye-tracker output of the Project
Aria glasses. Our method achieves a computation latency
of just 1.5 ms for reliably detecting the ball. This leads to
an ideal worst-case total latency [8] of just 4.5 ms, which
is lower than that of a 30 FPS camera, where perception
alone, excluding computation, takes 66 ms.

2. Related Works

Fast-paced sports like table tennis require precise, low-
latency sensing for accurate tracking and prediction. Tra-
ditional methods often struggle with motion blur and high
latency, especially under dynamic conditions, which has
motivated the exploration of event cameras as an alterna-
tive sensing modality. These cameras have demonstrated
significant potential in the context of tracking dynamic ob-
stacles. Event-based approaches like SpikeMOT [35], EV-
tracker [39], and [24] have demonstrated robust motion
blur-resistant tracking in dynamic environments. Addition-
ally, some works have specifically addressed ball detec-
tion in cluttered scenes [13], which leverage spatiotempo-
ral event data to improve detection accuracy and maintain
focus on relevant objects despite background distractions.
Beyond tracking, event cameras have also proven valu-
able for high-speed obstacle avoidance. [6] analyzed the
impact of perception latency on a robot’s maximum safe
navigation speed, highlighting that lower latency sensors
like event cameras can enhance high-speed obstacle avoid-
ance capabilities. Building on this, a framework was de-
veloped to allow quadrotors to dodge fast-moving objects
using onboard event cameras [7]. Similarly, while shal-
low neural networks have been explored for obstacle avoid-
ance [37], they often face higher sensing latency, limiting
their ability to respond quickly. Event cameras have also
been successfully used in high-speed robotic ball catching.
For instance, [8] presents the first successful demonstra-
tion of a quadrupedal robot equipped with a net catching
an object with an event camera. In a similar fashion, EV-



Catcher [37] presents a static setup for ping-pong ball catch-
ing, exemplifying how event-based neural networks pro-
cess asynchronous data in real time, allowing for precise
and rapid responses to fast-moving objects. These advance-
ments highlight the potential of event cameras in applica-
tions demanding swift reactions to dynamic obstacles.

Trajectory prediction has been a fundamental research
area in sports robotics, particularly for table tennis. Vari-
ous studies have addressed the task of estimating the ball’s
trajectory during gameplay. For instance, TTNet [33] in-
troduces a neural network model for real-time table ten-
nis video analysis, enabling event detection, ball tracking,
and segmentation. Other neural network-based approaches,
such as graph neural networks [42] or deep conditional gen-
erative models [16], have also been employed to enhance
the accuracy and robustness of trajectory tracking and pre-
diction for robotic table tennis systems. Alternatively, [1]
follows a grey-box approach, combining a physical model
with data-driven learning to filter and predict table tennis
ball trajectories using an Extended Kalman Filter and a
neural model for estimating initial conditions. While all
these methods rely on frame-based solutions to estimate
the trajectory of the ping pong ball, we aim to propose a
fully event-based pipeline that takes advantage of the low-
latency, low-bandwidth capabilities of event cameras.

In addition to trajectory prediction, researchers have fo-
cused extensively on estimating ball spin, as it signifi-
cantly affects the flight path and rebound behavior of a ta-
ble tennis ball. Spin estimation has been addressed through
various approaches, ranging from image registration tech-
niques [28] [29] to specialized spin detection algorithms us-
ing deep learning networks [17] or more traditional meth-
ods [36] [31]. For example, some methods have em-
ployed asynchronous cameras [27] to measure spin without
the need for synchronized shutters or high-speed cameras,
while others have used quaternion-based filters to track spin
dynamics [14]. Building on the importance of spin estima-
tion, [38] develops a deep reinforcement learning approach
to learn a ball stroke strategy by incorporating spin velocity
estimation. Spin detection has proven invaluable for robotic
systems aiming to return strokes effectively, as accurate spin
information allows for precise trajectory adjustments.

Event cameras have been investigated for spin estima-
tion [18] [23]. Recently, [41] introduced a real-time table
tennis robot perception pipeline using a stereo event cam-
era setup, achieving higher update rates and improved ball
position, velocity, and spin estimation with reduced errors
compared to frame-based approaches. Analogously, [21]
presented a fast trajectory end-point prediction method us-
ing event cameras and an LSTM-based model to leverage
temporal event data in reactive robot control. However, all
these prior works were conducted exclusively in static se-
tups, where the ball’s motion was constrained or externally
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Figure 3. Overview of the method and its modules. The figure
shows an iteration of the event-based pipeline, which processes
events within a time window to predict a trajectory.

controlled. While these efforts demonstrate the potential of
event cameras for high-speed spin estimation, their applica-
bility to egocentric gameplay scenarios remains unexplored.
In our work, we do not focus on estimating the ball’s spin, as
doing so from the player’s perspective would be challeng-
ing, even with an event camera. Instead, we concentrate on
providing low-latency tracking of the ball’s state, enabling
us to predict its trajectory from an egocentric view.

3. Method

Our system relies on key modules, including ball detection,
depth estimation, and trajectory prediction. On overview
of the method is displayed in Figure 3. In the following
sections, we describe each subsystem in detail.

3.1. Ball Detection in the Event Domain

In our approach for detecting the ball in the event domain,
we leverage information from the eye tracker embedded in
the Meta’s Project Aria Glasses to reduce the bandwidth of
the implementation. Specifically, we focus only on events
that occur in a neighborhood of the eye-gaze’s reprojection
point on the image plane. Let xgr = (2gr, ygT) represent
the coordinates of the eye-gaze reprojection on the event
camera image plane, the events considered by the ball de-
tection module belong to the subset:
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where e; = (x;,t;,p;) such that {t;}N o1 € [t,t + At].
N (xgr, w) represents a window of size w x w centered
at xgr. By restricting the event set to this region, we not
only process significantly fewer events, thus reducing band-
width, but we also filter out potential outliers that could
negatively impact the detection pipeline. Our approach as-
sumes that the player’s gaze is always directed toward the



ball'. In the early steps of our approach, we adopt a pro-
cedure similar to that of [7] and [8]. Using the events in
&, we apply motion compensation [20] [7] to account for
camera motion and remove static objects from the region of
interest. The compensated coordinates x* are defined as:
X" = K [I— @] (t; — to)] K~ 'y, 2)
where x; = (2, y;), K is the intrinsic calibration matrix, I
is the identity matrix, [©]« is the skew-symmetric matrix of
the mean angular velocity w obtained from the gyroscope
measurements of the IMU mounted on the Aria, and ¢ is
the reference time within the window. Following this, the
motion-compensated mean timestamp image is computed

as T(x) = Z%‘;ﬁli(:::L) . To identify moving objects,

we first compute the normalized timestamp image p(x) and
then generate a binary map B(x) using an adaptive thresh-
old, such that B(x) = 1if p(x) > 6y + 61|@]|, while
B(x) = 0 otherwise. In this context, §; and 6y are tun-
ing parameters, 6 determines the threshold level when the
camera is not moving, whereas 6; increases the threshold as
the angular velocity grows. This binary map is used to filter
out static objects, retaining events linked to dynamic ones.
The remaining events are clustered using the DBSCAN al-
gorithm, where we use the values (¢;, x;,y;) € Eayn as fea-
tures for clustering the events, where 4., = {e; | B(x;) =
1}?51. The = and y components are normalized by divid-
ing them by the image sensor’s width and height, respec-
tively. Meanwhile, time is scaled using min-max normal-
ization within the chosen time window. Let S be the set of
2D points partitioned into clusters S;, obtained by collaps-
ing the temporal dimention of the selected events. For each
cluster, we compute its convex hull conv(S;) and evaluate
its circularity:

P(conv(S;))?

= dr - Alconv(S;)) )

which should be close to 1 for cluster of points having circu-
lar shape. The convex hull with the highest circularity value
is selected, provided that its perimeter and area satisfy the
following requirements P(conv(S;)) € [Pyin,Pmas] and
A(conv(S;)) € [Amin; Amag], defined by the geometry of
the problem. The cluster v* meeting these criteria is identi-
fied as the ball. A visual overview of the method is shown
in Figure 4. Based on the the collected dataset (see Sect. 5),
a At = 5 ms time window was experimentally validated to
be sufficient for detecting both the fastest and slowest ball
hits. Within these velocity ranges, enough events were gen-
erated, and their projections on the image plane remained
well-approximated by a circumference.

I'This assumption was validated by monitoring the eye-gaze reprojec-
tion points of multiple players over different games, where it was observed
that the players predominantly tracked the ball with their eyes

3.2. Depth Estimation through Circle Fitting

Accurately estimating the radius of a ping-pong ball at the
opponent’s distance is crucial for precise position and ve-
locity estimation. We define &y as the set of events asso-
ciated with the detected ball, as a result of the motion com-
pensation and DBSCAN filtering steps. Let { (t;,x})}ou "
be the set of image points belonging to &, undistorted us-
ing known intrinsics K., and distortion parameters D.,, of
the event camera, where each ¢; represents a timestamp in
the time interval [0, 7]. We want to temporally divide this
set into M equal batches defined as follows:

, T T
By, = {(ti,xi) € Eoan | % <t < n;/[} 4

and tp, = %, form = 1,2,..., M, being the

timestamp of the measurement inferred from 5,,,, which is
set to the midpoint of the interval. For the last batch, we
include the endpoint 7" explicitly to ensure all points are as-
signed. For each B,,, we select three points on conv(/,, ),
denoted as P, = (xp, yn) |ﬁ:1, such that they maximize the
sum of their pairwise Euclidean distances. A circle is then
fitted to these points, using the general equation of a circle:

(2 — Zmpa)® + (Y — G pa)® = Afn,ba]l @)

with (£, ball; Um,ban) as the circle’s center and 7, pai as its
radius. Solving for the center and radius involves first solv-
ing the linear system derived from the three points, used
to compute the center, and then obtaining the radius from
Eq. 5. Once the radius is estimated, the depth Z,,, pan of the
ball is calculated using the formula:

Wmelric

A )
T'm,ball

Zm,ball = f (6)
where f represents the focal length of the camera, Wipeuic =
0.02m is the physical radius of the ping pong ball, and
Pm,banl 15 the estimated radius from the image. The circle
fitting step ensures that 7, pan accurately reflects the image-
space radius, minimizing errors in depth estimation.

3.3. Trajectory Estimation using Ball Dynamics

The output of the ball detection pipeline is a set of
. . 5 M-1
measurements {(t5,,, , T balls Y balls Zrm ball) fm—o » TEPTe-
senting the extracted ball’s center image coordinates and
depth at the computed timestamps. From this point onward,

we will simplify our notation by using £, instead of £y, pai.

Monotonically Constrained Polynomial Regression:
Given M data points, we aim to fit a polynomial regres-
sion model of degree d to each measurement variable in-
dependently, namely z(t), y(t) and Z(t). The functions are
estimated by minimizing the least squares error between the
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Figure 4. Pipeline of the ball detection stack. The leftmost image shows the input event visualization. The second image presents the
normalized timestamp image obtained through motion compensation. The third image depicts the binary mask generated by applying the
threshold 6y + 61w, followed by a median filtering step. The forth image illustrates the final output events, highlighting the detected
dynamic objects in the scene. The rightmost image shows the output of the DBScan filtering step on the normalized (x, y, t) points, with

the circularity value displayed on each cluster.

observed data points and the fitted polynomial model. How-
ever, we add a condition to the estimation of Z(¢), which
we constrain to be monotonically decreasing. The moti-
vation behind this constraint is that the ball’s trajectory is
always directed toward the camera, implying a consistently
decreasing depth, since we focus exclusively on sequences
that begin precisely at the moment the opponent strikes the
ball. By enforcing this condition, we effectively filter out
potential outlier measurements in the circle fitting module
that do not conform to this expected motion pattern. Func-
tion Z(t) is therefore estimated by solving the following
optimization problem:

M d

1 5 j '
min - Z(Zm - ;ﬁz’jtgmy st. Z(t)<0 (7)

m=1

with 5z ; being the polynomial coefficients of Z(t). The
estimation of x(¢) and y(t) follows the same formulation
but without adding the constraint on the derivative. From
these estimations, we then reconstruct the positions pj of
the ping-pong ball in the 3D space, and get the trajec-
tory data {tg,, , Dm, Vin }m=1...m, Which serve as the initial
knowledge of the system’s state within the chosen interval
T'. The estimated 3D position of the ball is therefore com-
puted as p,,, = Z(tg,,) - K_,' - x(tg,, ), while the velocity
Vi = (Dz,ms Vy,m,Vzm) 18 computed using finite differ-
ences. The number M of samples is a design parameter set
at runtime, and this step is always applied at every iteration.

Physics-based Differential Equations with Extended
Kalman Filter bootstrapping: To propagate the trajec-
tory of a flying ball into the future using the dynamical
system’s differential equations, it is critical to estimate an
accurate initial position pg and velocity vo. One way is
to set the initial position to py = P and the initial ve-
locity to the average velocity over the measurements vg =

+ >, V. By rewriting p(t) = po + fotv(t’) dt’ and

v(t) =vo + fot a(t') dt’ into their discrete forms while ac-
counting for gravitational acceleration F; and the drag force
Fy, we estimate the future trajectory by iteratively updating
the following:

p(ti) = p(ti—1) + v(ti—1)At 3

v(t;) =v(ti—1) — ka|v(ti—1)|v(ti—1) At + g At (9)

where At = t; — t;_1. To further improve the initial
conditions, we extend the previous method by introducing
an Extended Kalman Filter formulation, which models the
motion of the ping-pong ball under the assumption of con-
stant acceleration, with the state vector being defined as
x°k/ = [p,v,a]T, and the state transition and measurement
model Jacobians being approximated as:

I, AtI; 1A2T
05 03 I3

H=[Is 0sx3] (10

Specifically, we initialize the EKF with py = pg, vop =
Vo, and ag = @, with m being the mass of the ball.
The EKF then undergoes M predict-update iterations, pro-
gressively refining its state estimates. After these iterations,

the final estimated position and velocity, denoted as pi};f

and vj‘\]jf , serve as the initial conditions for the dynamical

system’s differential equation approach. That is, instead of
setting pg and v directly from raw measurements, we use
Po = pi}}f and vo = vﬁf . This hybrid approach allows
for a more robust trajectory prediction by leveraging both
statistical filtering and physical modeling.

4. Latency Analysis

For a vision system to achieve real-time perception com-
parable to human visual latency, it should ideally process
images within 10-50 ms [25]. The human visual system



has inherent delays: basic light perception occurs in ap-
proximately 13 ms, motion perception takes around 30-60
ms [22], and full scene understanding requires 80—100
ms [32]. To match human reaction times, image processing
should aim for a latency of under 50 ms per frame. How-
ever, standard RGB cameras introduce delays due to expo-
sure times ranging from 1 to 100 ms, leading to motion blur
and slower processing time. As already mentioned before,
event cameras enable significantly lower latency, capturing
high-speed changes in brightness asynchronously.

Computational latency: In this context, previous
work [7] demonstrated a low-latency event-based dynamic
obstacle detection system for an autonomous quadrotor,
achieving a computational latency of 3.56 ms by measur-
ing processing time of the events collected in a 10 ms time
window. This latency represents the time from when events
are received until the first avoidance command is issued,
ensuring timely obstacle detection. Although our detection
pipeline follows a similar structure to that of [7] and [8], it
achieves lower latency due to key implementation changes.
Since the obstacles we detect are smaller and typically lo-
cated at greater distances, fewer events are required to rep-
resent them. Additionally, we leverage eye gaze reprojec-
tion to crop a region of interest, discarding irrelevant events
and reducing computational overhead. A detailed break-
down of the computation times of the pipeline is provided
in Table 1. While still considering 10 ms time windows,
our method achieves an overall mean computational latency
of 2.35 ms across all collected sequences, which is lower
than that of [7]. Following the previous latency analysis,
Table 2 presents the latency evaluation for the cropping of
the region of interest (ROI) around the eye-gaze vector re-
projection. In this case, we consider 5 ms time windows,
corresponding to the time intervals for each ball detection.
We compare the mean computational latency with and with-
out cropping, using data from all collected trajectories. The
results highlight a substantial reduction in latency when ap-
plying cropping, with the average processing time dropping
from 16.18 ms to just 1.5 ms. Additionally, the average
number of events processed per trajectory decreases signif-
icantly, from 7157 to 735, demonstrating the efficiency of
this approach. All evaluations were conducted on a CPU-
only setup using an Intel Core i7-13700H (14 cores, 20
threads), by seting w = 80 pixels.

5. Results

In this section, we describe the experimental setup and
methodology used to validate our approach. We first out-
line the hardware configuration and data collection process,
followed by the evaluation procedure. Finally, we present
the results and analysis of our findings.

Step p[ms] o [ms] Pere. [%]
Ego-Motion Comp. 1.390  0.775 59.1
Thresh. + Morph. Ops.  0.083  0.025 3.5
DBSCAN + filtering 0.879  0.455 374
Total 2352 1.146 100

Table 1. Computational time distribution for each step of the pro-
posed pipeline, including mean, standard deviation, and percent-
age breakdown of the total execution time.

Method 1 [ms] # Events

w/ ROI cropping 1.497  0.696 735
w/o ROI cropping 16.183  6.807 7157

o [ms]

Table 2. Comparison of the overall latency of the method and the
average number of events (averaged over the entire dataset) being
processed, with and without region of interest cropping around the
eye-gaze reprojection.

5.1. Hardware Setup and Data Collection

Our experimental setup relies on multiple sensors for com-
prehensive data collection and accurate validation. The pri-
mary recording device is the Meta Project Aria glasses. We
use recording profile #28, which captures RGB images at
30 FPS with a resolution of 1408 x 1408, eye-tracking data
at 60 FPS, audio recordings from seven microphones at 48
kHz, SLAM data including point cloud map of the sur-
rounding and pose of the glasses at 30 FPS and measure-
ments from the two available IMU sensors on the glasses
at 1 kHz and 800 Hz respectively. Additionally, we incor-
porate an iniVation DVXplorer event camera with a 6 mm
focal length and 640 x 480 resolution (VGA). This camera
includes an IMU operating at 800 Hz. To obtain ground-
truth trajectory data, we use an OptiTrack motion capture
system, which records the 3D trajectory of the ping pong
ball at 200 Hz and the 6D pose of the Aria glasses with re-
spect to a world reference frame. A significant part of the
project involved collecting extensive multi-sensor data for
validation. In total, we recorded 30 gaming sequences with
five participants, ensuring diversity in gameplay conditions.
To enhance eye-tracking accuracy, each recording session
began with individualized eye gaze calibration.

Data Synchronization and Calibration: To achieve
precise data synchronization, IMU gyroscope readings from
the Aria glasses and event camera were aligned in the fre-
quency domain to identify peak correlations with millisec-
ond accuracy [10]. Additionally, synchronization with Op-
tiTrack was facilitated by detecting audio peaks from Aria
microphones corresponding to ping pong ball bounces, with
a default bounce at the start of each session serving as a tem-
poral reference. Calibration involved stereo calibration to



determine the intrinsic parameters and relative transforma-
tion between the Aria RGB and event cameras, using Kalibr
toolbox [9], along with hand-eye calibration [10] to align
the Aria RGB camera with the ground-truth pose recorded
by OptiTrack, achieved by attaching markers to the glasses.

5.2. Performance evaluation

In this section, we present a comprehensive quantitative
evaluation of the performance of our algorithm in detect-
ing and predicting the trajectory of a ping-pong ball using
event cameras. We validate our method by measuring two
metrics: one for the ball detection algorithm and another
one to evaluate the trajectory prediction method.

Detection Success Rate Analysis: To evaluate the suc-
cess rate of our detection algorithm, we measure the 2D
error norm between the detected ball’s center and the repro-
jection of the 3D ground truth position at the corresponding
timestamp in the event image space. A detection is consid-
ered successful if the error is smaller than a tolerance value
€ that we set to 5 pixels in our evaluation.

01  Detection Rate (%) # Events
0.6 88.88 1009
0.8 92.59 701
1.4 59.26 279

Table 3. Detection rates and average number of events after motion
compensation and thresholding, for different values of 6;.

Table 3 presents detection rates and the average num-
ber of events representing the ball for different values of
01, while keeping 6 fixed, obtained by running the ball de-
tection algorithm on the recorded game sequences. From
the results, we determine that setting 6; = 0.8 yields the
highest success rate. Increasing the threshold beyond this
value leads to a decrease in detection performance. As the
threshold increases, more events associated with slower-
moving balls are filtered out, reducing their detectability,
even if that corresponds to a decreased bandwidth usage
due to less events being processed. On the other hand, a
very low threshold may fail to adequately filter static ob-
jects, leading to potential false positives. In addition to the
previous findings, Table 4 examines the impact of applying
cropping around eye-gaze. The results indicate that crop-
ping not only significantly reduces bandwidth, as previously
demonstrated in Table 2, but also enhances detection perfor-
mance. This improvement occurs because focusing on the
area surrounding the ball helps eliminate outliers and other
circular objects in the scene that could be mistakenly identi-
fied as the ball if they were not properly filtered out earlier.

Trajectory Prediction Performance: We assess the
performance of the trajectory prediction pipeline by analyz-
ing impact point accuracy by calculating the squared error

Method Detection Rate (%)
w/ ROI cropping 92.59
w/o ROI cropping 81.48

Table 4. Comparison of the detection rate of the method with and
without cropping around the eye-gaze reprojection.

of the impact points on the table over all the collected tra-
jectories. The results of this experiment are presented in
Table 5 and Table 6, differing from the way we deploy the
trajectory prediction pipeline. In one approach a single time
window of events is used to predict the future trajectory in a
single-batch estimation, which is then propagated over time
using relative poses from the Aria. This method is computa-
tionally efficient since it requires running the method only
once, but its accuracy is limited due to reliance on a re-
stricted amount of data. Alternatively, the predicted trajec-
tory can be recomputed at each new ball measurement, tak-
ing into account all past measurements. A visual represen-
tation of the outcome of the trajectory prediction pipeline is
presented in Figure 1.

a) Single-Batch Forecasting Performance: We analyze
how trajectory prediction performance changes as we in-
crease the time window used to accumulate event data, with
each measurement being obtained from a 5 ms time win-
dow. For this investigation, we do not use EKF bootstrap-
ping because of the short prediction time windows taken
into account, which result in comparable results. To high-
light the advantage of event cameras over frame-based ones,
we compare against a differential equation prediction model
whose initial conditions are set from low-frame-rate raw
measurements. This baseline follows the same pipeline as
our method but only receives data at conventional frame-
based camera intervals. For Project Aria Glasses, the maxi-
mum frame rate is 30 FPS, meaning measurements can oc-
cur at least every 33 ms. Additionally, we compare our ap-
proach to [16], trained on ground truth trajectories upsam-
pled to 800 Hz. The results in Table 5 show that setting
the initial conditions from high-frame-rate measurements
yields the lowest error. It is worth mentioning that non-
negligible error occur even when using ground truth to pre-
dict the future trajectory, setting a lower bound on achiev-
able performance using such short time prediction intervals.
Overall, while performance is weak with Tj..q = 10 ms
and T},.q = 20 ms, it improves significantly when using
Tprea = 33 ms. In contrast, the differential equations pre-
diction model initialized with Project Aria frame-rate up-
dates exhibits much higher error due to its reliance on only
two measurements, which, as discussed in Section 3, can
be noisy. However, the model performing the worst in this
evaluation is DCGN [16], showing the highest error even
with T).cq = 33 ms. This suggests that traditional dynami-



Method Update freq. (Hz) Tpreq =10ms  Tpreq = 20ms  Tpreq = 33 ms
Diff. Eq. 200 0.784 £0.478 0.38240.288  0.242 + 0.096
Diff. Eq. 30 - - 0.409 £ 0.504
DCGN [16] - 0.741 £0.356  0.514 +£0.270 0.442 + 0.194
Diff. Eq.* 200 0.215 £+ 0.321 0.083 £0.06  0.052 + 0.025

Table 5. A comparison of the performance of different trajectory prediction modalities using single-batch forecasting approach. The table
presents the Root Mean Squared Error (RMSE ) in meters of the predicted impact point across all collected trajectories. *The physics-
based differential equation was fitted with ground truth states instead of the measurement from the detection pipeline.

cal model fitting is more effective than other methods when
prediction time windows are short.

b) Online Forecasting Performance: We analyze the im-
pact of continuously recomputing the ball’s future trajec-
tory as new measurements become available in our pipeline.
Specifically, we define a time horizon of 0.2 seconds within
which trajectory updates are allowed. Table 6 presents a
comparison of different baseline methods, evaluated on the
most recent predicted trajectory that incorporates the high-
est number of measurements. We evaluate a standard dif-
ferential equation-based approach initialized directly from
raw measurements, the EKF-bootstrapping variant, the low-
update-rate version at 30 Hz, and the learning-based DCGN
method [16]. Overall, we observe a significant improve-
ment in performance compared to the results in Table 5.
Among the tested methods, DCGN achieves the best accu-
racy, with an RMSE of 0.1072 m. The next best approach
is the differential equation model with EKF bootstrapping,
which outperforms the version without bootstrapping. This
confirms that EKF bootstrapping provides a more reliable
initialization, leading to slightly improved accuracy. On the
other hand, the low-frame-rate differential equation method
exhibits the worst performance, highlighting the importance
of high-frequency updates to effectively filter out outliers.

Method Update freq. (Hz) E(t) | t=rmax [m]
Diff. Eq. 200 0.1472 + 0.0938
Diff. Eq. (EKF) 200 0.1432 + 0.0991
Diff. Eq. 30 0.1915 £ 0.1705
DCGN [16] - 0.1072 + 0.1085
Diff. Eq.* 200 0.0121 £ 0.0075

Table 6. The table shows the performance using the online fore-
casting approach, comparing the RMSE between the predicted im-
pact point of the last computed trajectory within a fixed prediction
horizon of 0.2 s and the ground truth, averaged over the dataset.

6. Discussion

The current work demonstrates the feasibility of real-time
ping pong ball trajectory prediction from the player’s view.
Nonetheless, our implementation has some limitations, pri-
marily due to hardware constraints and the challenges of
an egocentric setup. First of all, the egocentric perspective
introduces complexities not present in static or externally
mounted systems. The player’s head movements trigger
events across the entire scene, making it difficult to isolate
those corresponding to the ball, especially when it blends
into the background with other moving objects, such as an
opponent. Camera placement further complicates trajectory
prediction, as the small ball must be detected at a relatively
far distance compared to its size, introducing noisier mea-
surements and lower precision. One way to mitigate this,
would be relying on a higher-resolution camera. Although
using eye-gaze tracking significantly improves efficiency
by reducing bandwidth, it also introduces a dependency on
human behavior, which can be unpredictable. If the user
briefly looks away, detection and tracking may fail, reduc-
ing robustness. Expanding the cropping window around
the eye-gaze image reprojection can mitigate this issue but
at the cost of increased bandwidth usage and reduced effi-
ciency. Another limitation is the absence of an automatic
trigger to detect the moment the opponent hits the ball dur-
ing continuous gameplay. Future work could address this by
training a neural network to automatically infer it from au-
dio signals and trigger the perception pipeline accordingly.

7. Conclusions

We introduce the first real-time, event-based perception sys-
tem for table tennis trajectory prediction using Meta Project
Aria glasses in a monocular, egocentric setup. While not
yet integrated into a full AR/VR application, our work
demonstrates the feasibility of this approach and paves the
way for future real-time sports analysis from an egocen-
tric vision perspective, even though further improvements
are needed. Our method showcases the benefits of event-
based perception for low-latency tasks, effectively over-
coming the bandwidth-latency trade-off of traditional cam-
eras. The event camera’s high temporal resolution enables



more frequent measurements, making the system more ro-
bust to outliers and leading to more accurate predictions
of the ball’s future position. Additionally, by leveraging
eye-gaze tracking to focus on regions of interest and em-
ploying a lighter obstacle detection method, our system
achieves lower latency compared to previous approaches.
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8. The aerodynamics model of a ping-pong ball

In this section, we provide an overview of the aerodynamics
model of a ping pong ball used in the paper, focusing on the
equations of motion that describe its trajectory. A standard
ping-pong ball moving through the air experiences four pri-
mary forces: gravitational force (F}), buoyancy force (F),
drag force (Fy), and Magnus force (F),,). For our inves-
tigation, we can ignore the buoyancy force F, = —mypg,
because the mass of the air displaced by the ping-pong ball
is negligible with respect to the mass of the ball m. We
also neglect the spin of the ball (Magnus force component
F,,), cause it is not directly observed by the vision sys-
tem due to the small dimension of the ball. Therefore,
the sum of the forces acting on the ball can be expressed
as ) F = F, + F,. The gravitational force is given by
Fg = —mg, where m represents the mass of the ball, and
g = [0,0,—-9.81]7 is the acceleration due to gravity. The
drag force, which opposes motion through the air, follows
the equation Fq = —1CqpA|v(t)|v(t), where Cy is the
drag coefficient, p is the air density, A is the cross-sectional
area of the ball and |v(¢)| is the magnitude of the velocity
vector v(t). By substituting these forces, we obtain:

1
> F=mg— CapAN(1)Iv(t) (11)

This simplifies the equation of motion to:

Vi(t) =g — ka|v(t)|v(t) 12)

where we set kg = C;d—fr;q. For a standard ping-pong

ball, the known values are: p = 1.225kg/m3, r = 0.02m,
m = 0.0027kg and Cy = 0.4. We additionally model
the motion of the ball by introducing a simplified bounc-
ing model. When the estimated z-coordinate of the ball is
lower than hpe (determined using ArUco marker detec-
tion, as shown in Fig. 1) and v, is negative, we switch to
the bounce model:

vi=ev,, with0<e<l.

Here, v represents the velocity component along the
vertical axis just before impact, and v is the velocity just
after. This model accounts for energy loss upon impact due

to inelastic collisions with the table.

8.1. Including Rotational Dynamics

A more precise representation of the ball’s motion should
account for its rotational dynamics, particularly the Magnus
force, F,,,, which influences the ball’s trajectory. This force

arises due to the interaction between the ball’s spin and the
surrounding air, significantly affecting its movement, and it
is defined as follows:

F,, = CppAr(w x v) (13)

where C,, is the Magnus coefficient and w is the angu-
lar velocity of the ping-pong ball. The equation of motion
including the Magnus force would then become:

V() = g — kallvOIV) + k(w x v)  (14)

or in its discrete formulation:

_kd”V” —kmw, kmwy
V(ti) = V<ti—1) + | knw: *kd”V” —kmWws
iy e —kallv]
0
v(ti—1)At+ | 0 | At (15)
-9
CmpAr

where k;,, = =2/=. When incorporating rotational
dynamics into the motion model, setting the initial con-
ditions of the differential equation requires also specify-
ing an initial estimate of the ball’s angular velocity. How-
ever, this quantity is not directly measurable from our ob-
servations, but it can be inferred from the trajectory data

{tB,, Pk, Vi }k=1...x estimated from the measurements.

9. Sensing Latency Analysis

We present an analysis of the sensing latency of our algo-
rithm, which refers to the time window required to detect
motion events and produce reliable results. As described
in [6], an obstacle is detected using an event camera when
its edges generate an event. This occurs when the relative
motion between the camera and the obstacle causes a sig-
nificant intensity change, triggering an event. Prior work
[6] has shown that an obstacle’s edge produces an event
when its projection on the image plane moves by at least
one pixel. As already shown in [6], the time required for an
obstacle to traverse a pixel distance Au = 1 in the image
plane is given by:

1 Aud?
= 16
T8 =5 Fry + Aud (16)
where Vv is the object’s relative velocity with respect to
the camera, d represents the obstacle’s distance along the

camera’s optical axis, r, is the obstacle’s radius, and f is
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Figure 5. The sensing latency 7 of an event camera with 640 X
480 resolution and a focal length of 6 mm. The shaded green
region represents the ideal sensing latency conditions based on our
dataset, where the relative velocity between the ball and the Project
Aria glasses varies from approximately ~ 4 m/s to ~ 8 m/s.

the camera’s focal length. This calculation assumes that the
optical axis passes through the geometric center of the ob-
stacle, which is approximated as a segment. Figure 5 illus-
trates the theoretical sensing latency fo an event camera to
perceive a Au = 1 pixel motion in the image plane of a
ping-pong ball, as a function of distance d and speed v. In
our specific case, we aim to track the ball when struck by the
opponent’s racket, therefore the ball is typically observed at
distances d ranging from 2 to 3 meters.

10. Deep Conditional Generative Network

An overview of the variational autoencoder network intro-
duced in [16], which is employed for trajectory prediction,
and the outcomes of which have been discussed in Sec-
tion 5, is provided in this paragraph. The work proposes
a Deep Conditional Generative Network (DCGN) for real-
time trajectory prediction, mapping partial trajectories to
a latent Gaussian space to predict future points. In this
framework, a trajectory is represented as a probability dis-
tribution conditioned on observed data. Let xy.; denote
the observed trajectory up to time ¢, and x4 .7 repre-
sent the future trajectory to be predicted. The model effi-
ciently learns the conditional distribution p(x;y1.7|X1.¢) =
[ p(x¢11.7|2, %1.¢) p(z|x1.¢) dz, which is achieved by in-
troducing a latent variable z that captures the underlying
dynamics of the trajectory. The training procedure involves
maximizing the evidence lower bound (ELBO) to approx-
imate the true posterior distribution. This method enables
better long-term prediction of complex trajectories com-
pared to LSTMs and differential equations, thanks to its

probabilistic modeling, uncertainty estimation, and efficient
latent space representation.

To assess the predictive capabilities of the DCGN model,
we conducted an additional evaluation on the ground truth
trajectories. By using different prediction horizon lengths
T, we analyzed how well the model can forecast future
motion while minimizing error. The obtained results, pre-
sented in Table 7, show that larger prediction horizons gen-
erally lead to better performance, as indicated by lower
Root Mean Squared Error (RMSE) values.

Horizon Time RMSE
0.01 0.2616
0.03 0.2055
0.12 0.1737
0.20 0.1470
0.30 0.1177

Table 7. RMSE values of the predicted trajectory across the entire
dataset for different horizon prediction times 7.

The DCGN model was trained on ground truth trajecto-
ries upsampled to 0.8 kHz, using an 80/20 split for training
and validation. We observed that for short horizons, the
model struggles to produce accurate predictions, resulting
in high RMSE values. Figure 6 visually compares the pre-
dicted and ground truth trajectories for three selected hori-
zon values: 7' = 0.03s, T = 0.1 s,and T = 2s. The
results demonstrate that for 7 = 0.03 s, the predicted tra-
jectory deviates significantly from the ground truth, align-
ing with the poor performance reflected in Table 7. This is
also consistent with the findings in Section 5, where even
worse performance was observed when evaluating on noisy
measurements from the perception pipeline.

11. Complementary Evaluation Plots

In this section, we provide additional plots and evaluations
of the entire pipeline. First, we present error plots obtained
from the online trajectory prediction method, presented in
Sec. 5. Figure 8 highlights the gradual improvement of the
trajectory prediction as the ball is continuously tracked and
its path recalculated over time, using different sample tra-
jectories. Each curve represents a different game sequence,
with variations in duration due to differences in ball de-
tectability across sequences. The results demonstrate that
increasing the accumulation time window and recomputing
the trajectory with more recent measurements results in a
more accurate trajectory estimate.

Figure 7, on the other hand, shows the error distribution
of the predicted bouncing points on the table compared to
the ground truth counterparts. The visualization is consis-
tent with the results in Table 6, showing that the DCGM
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Figure 6. Visualization of the predicted trajectory compared to the ground truth for different prediction time horizon values (a) 7' = 0.03 s,
(b) T =0.1s,and (c) T' = 0.2 s. The x, y, and z components of the trajectory are shown, where the green segments represent the input to
the network (before the split), the red segments represent the ground truth after the split, and the blue lines indicate the predicted trajectory

with the 3o standard deviation.

Impact Point Error Norm

25 Error bound (0.3 m)
Diff. Eq.

Diff. Eq. (EKF)

Diff. Eq. (RGB)
DCGM

Y-axis [m]
o o o o o
5 N B o ®
X7
X
X XXX
X

|
o
N

-0.4

-0.8 =06 -0.4 -0.2 0.0 02 04 06 08
X-axis [m]

Figure 7. The plot shows the relative error of the impact point for
each predicted trajectory with respect to their ground truth coun-
terparts (each x represents an evaluated trajectory). A boundary
circle with » = 0.3 m is shown as a reference.

model and the standard high-frequency updates using dif-
ferential equation fitting exhibit a more concentrated dis-
tribution around the origin. In contrast, the low-framerate
model fitting produces a wider spread of points.

12. Audio Signals Peak Detection

The evaluation of our pipeline has been carried out on se-
quences beginning precisely at the moment the ball impacts
the opponent’s racket. To segment long game sequences,
we leveraged the microphone audio signals provided by the
Project Aria glasses recordings, as shown in Figure 9. By
monitoring these signals, a pattern of peak intensities was
observed, corresponding to four events: the Project Aria
user hitting the ball, the ball bouncing on the user’s half of
the table, the ball bouncing on the opponent’s half, and the
opponent hitting the ball. Each of these peaks exhibits dif-
ferent intensities due to their varying distances from the mi-
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Figure 8. Error norm of the estimated bounce point on the XY
plane over time for different ball trajectories. The varying lengths
of the curves indicate differences in the duration for which the ball
is tracked across trajectories.

crophone. Specifically, the peak corresponding to the oppo-
nent’s hit has the lowest intensity. To refine our analysis, we
manually filtered the audio signal using signal processing
techniques. First of all, to enhance the relevant audio fea-
tures, we applied a high-pass Butterworth filter to remove
low-frequency noise. After filtering, peaks in the audio sig-
nal were detected using the find_peaks function of the
scipy.signal library, after thresholding the peaks with
intensity higher than % of the magnitude of the time signal
y(t). The peak detection algorithm identifies local maxima
that satisfy these conditions, ensuring that only the peaks
of the opponent hitting the ball are captured. This process
was repeated across multiple microphones for robust detec-
tion. For further improvements, a neural network could be
trained to classify audio signals automatically. This would
enable real-time detection of the opponent’s racket ball hit,
optimizing computational efficiency by selectively trigger-

ing the detection pipeline.
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Figure 9. Microphone audio signals from a sample Project Aria glasses recording during ping-pong game.

13. Comparison of Circle Fitting methods

Circle fitting is a crucial component of our algorithm, as
it plays a fundamental role in estimating the depth of the
ball in our monocular setup. When detecting a ping pong
ball at distances of up to 3 meters using a 640 x 480 res-
olution camera, even a one-pixel error in the estimated ra-
dius can result in a depth miscalculation of several centime-
ters. Since depth estimation directly influences the accu-
racy of the x and y coordinates, such errors can signifi-
cantly impact the overall pipeline. Our proposed method,
described in Section 3, is compared here with two alter-
native approaches: ellipse fitting and circle fitting using
Taubin’s method. The ellipse fitting technique determines
the mean center of the detected shape and applies Principal
Component Analysis (PCA) to estimate the orientation and
axis lengths. The semi-major and semi-minor axes are de-
rived from the square root of the eigenvalues of the covari-
ance matrix, while the orientation is dictated by the princi-
pal components. On the other hand, Taubin’s method is a
geometric circle fitting approach that minimizes algebraic
distance while maintaining invariance to scale transforma-
tions. Figure 10 illustrates the visual results of these meth-
ods. Both alternative techniques tend to underestimate the
ball’s radius, leading to inaccuracies in depth estimation.
In contrast, our method remains the only reliable approach,
ensuring consistent and precise measurements.
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Figure 10. Side-by-side comparison of different circle fitting
methods for ball detection. (a) Our proposed method, (b) ellipse
fitting, and (c) Taubin’s method. The blue and red points represent
positive and negative events, respectively, while the black lines in-
dicate the estimated radius.
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Figure 11. Time required for ego-motion compensation as a function of the number of generated events. Each dot representing a 5 ms time
window of events.
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Figure 12. Time required for DBSCAN clustering of the scene’s dynamic part and circularity check, based on the number of pixels from
moving objects. Each dot representing a 5 ms time window of events.
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